
Studying students’ sensemaking to
improve software testing education

The problem
Software testing needs to become a first class citizen in computer
science education:
✱ Software is everywhere however, software without failures is not.
✱ Software failures can have catastrophic effects.
✱ Software testing is one of the most effective ways to measure
software quality and identify possible problems to solve.

“ Software testing is one of the most
effective ways to improve software quality,
unfortunately, many students currently
don’t learn how to test their software very
well. ”What are the reasons’ why we haven’t fully integrated software testing

into the curriculum?
✱ Programs already created fully packed courses.
✱ Students and teachers do not find Software testing very sexy.
✱ Many courses mainly focus on programming.
✱ There is limited material to support teachers.
Figure 1 shows an example of a test case.

Figure 1: Comic of test case design

Why is this an interesting problem
Webelieve that Computer Science graduates who have better software
testing skills can benefit from this by:
✱ Having a more thoroughly understanding of specifications.
✱ Delivering better software designs.
✱ Having a different mindset that helps them to better explore
problems.

Software testing itself can be a useful tool in education:
✱ It provides meaningful feedback for the student.
✱ It challenges students to ask more questions while exploring a
problem.

✱ It gives educators and students more insights into the quality of the
produced software.

“Not only can testing help to improve
software quality, it can also be used
as an instrument to provide meaningful
feedback to the student and the teacher.”We think that some factors complicate this problem:

✱ Software testing techniques overlap with programming techniques,
resulting in an underestimation of the effort needed to learn how to
test.

✱ Software testing requires a different mindset than software
programming.

✱ Different educational contexts require different instructional designs.
For example Design Based Education, shown in Figure 2, works
with external projects, whereas traditional programs, and distance
learning, can benefit from a more controlled environment.

✱ Different schools of software testing exist which seem unable to get

consensus on the right approaches. We believe testing should be
both model based and exploratory.

Figure 2: The phases of Design Based Education

It is an unresolved problem
There is a gap in research on software testing:

✱ Research shows the need for improving software testing in Computer
Science Education [3, 7, 12, 4].

✱ Little research has been done on sensemaking of test case design of
students.

✱ Not much research exists on the specific didactic approaches or
instructional designs for this subject.

✱ Existing research on misconceptions, as shown in Figure 3, mostly
focuses on programming and not on testing.

Figure 3: The effects of misconceptions on the mental model while solving a problem

Here is our idea
The goal of this research is to get students to become so so-called ‘Test
Infected’ [5]

“ Students who are ‘Test Infected’ are
only satisfied with their software products
when they are confident they have tested
their software in an effective, structured,
systematic and reproducible way. ”To get to this point, we need to start with improving computer science

education.
Our research goals are:
✱ To get a better understanding of the students sensemaking while
testing software.

✱ Identify misconceptions that occur when students design test cases.
✱ Develop instructional designs to create evidence based test-aware
introductory programming courses.

✱ Study the effects of such courses in different educational contexts.
We want to use Design Based Research in Education (DBR) as an
approach [1].
✱ DBR is an iterative approach using three phases, as shown in Figure 4:

✱ Analysis: to explore the problem.
✱ Design: to design an intervention or experiment.
✱ Evaluation: to reflect on the intervention or experiment.

✱ This results in maturing interventions and theoretical understanding.

Figure 4: Generic model for conducting design-based research in education [10]

During the multiple iterations we can study different interventions
around the themes of our interest. We can replicate these experiment
in different educational settings to get a better understanding of the
generalizability of the findings. With the findings we can refine the
experiment for a next iteration. Figure 5 shows how multiple iterations
combined lead to a macro iteration.

Figure 5: Micro-, meso- and macro-cycles in educational design-based research [10]

Figure 6 shows how we will do experiments in different educational
settings to generalize and refine.

Figure 6: For each theme, we will iteratively perform experiments in the Design Based Education setting. We can repeat the experiments in different other settings. Based
on the results, we can refine the experiment.

“Using epistemic games, we can get a better
understanding of the sensemaking process
of students while testing software. ”

The following themes will be studied in the iterations:
✱ Getting a better understanding of sensemaking using epistemic
games.

✱ Identifying misconceptions during test case design using lab
experiments.

✱ Creating test awareness by using TILE.
✱ Evaluating the use of procedural guidance based on the results of the
epistemic games.

To introduce testing in existing courses, an intervention called Test
Informed Learning with Examples can be used.

“ TILE can be seamlessly integrated early
on into existing introductory programming
courses in a subtle way. ”

How our idea compares to other
approaches
✱ Many studies focus on applying test approaches from the industry in
education such as Test Driven Development (TDD) [9, 11, 2]. TDD
is much more about the moment in the development process when
students create tests and not about how to design good test cases [6].

✱ Janzen and Hossein proposed Test Based Learning (TBL) as a
pedagogical approach for teaching test driven development [8].
However, it was not fully explored as the research changed focus
onto test driven development.

✱ Other approaches focus on gamification, automation and enforcing
testing, but not on the didactics of testing.
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